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Введение

Сети Петри являются популярным современным формализмом для моделирования и анализа параллельных и распределенных систем.

Вложенные сети Петри представляют собой расширение стандартного формализма сетей Петри, при котором фишки, определяющие разметку сети, сами являются маркированными сетями. Название "вложенные" здесь указывает на то, что элементы сетей сами являются сетями, подобно тому, как в системе вложенных множеств элементами некоторого множества могут быть множества.

Сетевые фишки во вложенной сети моделируют объекты, которые могут иметь самостоятельное поведение, а также взаимодействовать с внешним окружением и между собой. Имеются механизмы синхронизации объекта с системной сетью и двух объектов, находящихся в одной позиции системной сети. Вложенные сети Петри удобны для моделирования распределенных систем с мультиагентной структурой. Вложенная сеть состоит из системной сети и элементных сетей, представляющих агенты. Формализм вложенных сетей позволяет естественным образом выражать основные характеристики агентов. Действительно, автономность и локальность управления агентом, представленным сетевой фишкой, обеспечивается локальностью срабатываний переходов системной сети, поскольку переход в сети Петри может удалять фишки только из своих входных позиций и добавлять только в выходные позиции. Взаимодействие объектов между собой путем совместного выполнения некоторых действий обеспечивается механизмом горизонтальной синхронизации. Реактивность агентов реализуется с помощью вертикальной синзронизации, которая позволяет, в частности, обуславливать выполнение агентом некоторых действий только синхронно с определенными событиями в системной сети, задающей его внешнее окружение. И наконец, инициативность поведения агента обеспечивается возможностью автономных срабатываний переходов в сетевых фишках.

Вложенные сети Петри имеют ясную математическую семантику. Для них разрешимы проблемы останова, покрытия и некоторые другие.

В данной работе определяется расширение формализма вложенных сетей Петри за счет приписывания некоторым переходам дополнительных условий срабатывания — охран. Использование охран позволяет строить более наглядные и компактные модели распределенных систем. Однако, при этом важно сохранить хорошие свойства вложенных сетей Петри, в частности разрешимость для них некоторых важных поведенческих свойств. В работе определены условия, при которых использование охран на переходах сохраняет свойства базовой модели.

Целью курсовой работы является рассмотрение сущности сетей Петри и их применения в математических моделях.

Формулировка проблемы
Цель работы

Целью данного курсового проекта является разработка математической модели для структурно-функциональной схемы по варианту, данная схема будет реализована в программе, написанной на языке высокого уровня, в которой будет моделироваться работа сети Петри.

Сбор данных

Для реализации данной сети Петри используется структурно функциональная схема компаратора (сравнение одноразрядных чисел).
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Сущность и описание сети Петри

О сетях Петри

Сети Петри - математический аппарат для моделирования динамических дискретных систем. Впервые описаны Карлом Петри в 1962 году.

Сеть Петри представляет собой двудольный ориентированный граф, состоящий из вершин двух типов - позиций и переходов, соединённых между собой дугами, вершины одного типа не могут быть соединены непосредственно. В позициях могут размещаться метки (маркеры), способные перемещаться по сети. 

Сеть Петри - инструмент для моделирования динамических систем. Теория сетей Петри делает возможным моделирование системы математическим представлением ее в виде сети Петри, анализ которой помогает получить важную информацию о структуре и динамическом поведении моделируемой системы.

Возможно несколько путей практического применения сетей Петри при проектировании и анализе систем. В одном из подходов сети Петри рассматриваются как вспомогательный инструмент анализа. Здесь для построения системы используются общепринятые методы проектирования, затем построенная система моделируется сетью Петри, и построенная модель анализируется.

В другом подходе весь процесс проектирования и определения характеристик проводится в терминах сетей Петри. В этом случае задача заключается в преобразовании представления сети Петри в реальную информационную систему. 

Несомненным достоинством сетей Петри является математически строгое описание модели. Это позволяет проводить их анализ с помощью современной вычислительной техники (в том числе с массово-параллельной архитектурой). 

В работе приведены результаты исследований, направленных на разработку программно-аппаратного комплекса моделирования сетей Петри, который:

позволяет моделировать простые и цветные (СPN) сети Петри;

позволяет моделировать сети Петри со сложной структурой (включением подсетей-блоков в основную сеть) и большим количеством мест и переходов;

позволяет исследовать сети Петри на ограниченность (безопасность), наличие тупиков и достижимость разметок;

предоставляет удобный интерфейс пользователю.

Ни один из существующих программных комплексов моделирования сетей Петри не удовлетворяет этим требованиям.

Разработана система имитационного моделирования сетей Петри в трехуровневой архитектуре клиент-сервер. В основу системы было положено объектно-ориентированное описание сетей Петри в UML-нотации (Unifiеd Mоdеling Lаnguаgе). Система реализована с помощью САSЕ-технологии DооmXL, разработанной в ЦОС и ВТ МФТИ. Применение современной промышленной СУБД Infоrmix US в качестве серверной части системы позволяет:

хранить большие массивы данных по структуре сетей Петри;

осуществлять моделирование динамики сетей Петри с помощью механизма транзакций, что обеспечивает высокую надежность системы.

Кроме того, примененный объектно-ориентированный подход позволяет реализовать модели сетей Петри со сложной структурой.

Сети Петри по существу являются одной из форм имитации дискретных процессов. Они были в большой моде лет 20 назад, когда с их помощью надеялись рассчитывать упомянутые процессы (без имитации). В подавляющем большинстве применений от обычных имитационных моделей они отличаются лишь большим наукообразием и специфической терминологией. 

Сети Петри - инструмент исследования систем. В настоящее время сети Петри применяются в основном в моделировании. Во многих областях исследований явление изучается не непосредственно, а косвенно, через модель. Модель - это представление, как правило, в математических терминах того, что считается наиболее характерным в изучаемом объекте или системе. Манипулируя моделью системы, можно получить новые знания о ней, избегая опасности, дороговизну или неудобства анализа самой реальной системы. Обычно модели имеют математическую основу.

Развитие теории сетей Петри проводилось по двум направлениям. Формальная теория сетей Петри занимается разработкой основных средств, методов и понятий, необходимых для применения сетей Петри. Прикладная теория сетей Петри связана главным образом с применением сетей Петри к моделированию систем, их анализу и получающимся в результате этого глубоким проникновением в моделируемые системы.

Моделирование в сетях Петри осуществляется на событийном уровне. Определяются, какие действия происходят в системе, какие состояние предшествовали этим действиям и какие состояния примет система после выполнения действия. Выполнения событийной модели в сетях Петри описывает поведение системы. Анализ результатов выполнения может сказать о том, в каких состояниях пребывала или не пребывала система, какие состояния в принципе не достижимы. Однако, такой анализ не дает числовых характеристик, определяющих состояние системы. Развитие теории сетей Петри привело к появлению, так называемых, “цветных” сетей Петри. Понятие цветности в них тесно связано с понятиями переменных, типов данных, условий и других конструкций, более приближенных к языкам программирования. Несмотря на некоторые сходства между цветными сетями Петри и программами, они еще не применялись в качестве языка программирования.

Не смотря на описанные выше достоинства сетей Петри, неудобства применения сетей Петри в качестве языка программирования заключены в процессе их выполнения в вычислительной системе. В сетях Петри нет строго понятия процесса, который можно было бы выполнять на указанном процессоре. Нет также однозначной последовательности исполнения сети Петри, так как исходная теория представляет нам язык для описания параллельных процессов.

Теория сетей Петри

Теория сетей Петри является хорошо известным и популярным формализмом, предназначенным для работы с параллельными и асинхронными системами. Основанная в начале 60-х годов немецким математиком К.А.Петри, в настоящее время она содержит большое количество моделей, методов и средств анализа, имеющих обширное количество приложений практически во всех отраслях вычислительной техники и даже вне ее.

Данный раздел содержит систему понятий, определений и обозначений, которые непосредственно потребуются в последствии.

Простые сети Петри.

Сеть Петри из трех элементов: множество мест [image: image2.png]


, множество переходов [image: image3.png]


и отношение инцидентности[image: image4.png]


. 

Определение: Простая сеть Петри

Простой сетью Петри называется набор [image: image5.png]N=(8TF)



, где 

1. [image: image6.png]= {810 5y}



- множество мест;

2. [image: image7.png]St}



- множество переходов таких, что [image: image8.png]


.

3. [image: image9.png]FouSxTxus



- отношение инцидентности такое, что

(а) [image: image10.png]V(O O Q5 . O € F {00, O = (05,1, Oy = = 1y



;

(б) [image: image11.png]



Условия в пункте 3 говорят, что для каждого перехода [image: image12.png]teT



существует единственный элемент [image: image13.png]VEF



, задающий для него входное мультимножество мест [image: image14.png]


и выходное мультимножество [image: image15.png]


. Дадим определение входному и выходному мультимножеству.

Определение: Входное и выходное мультимножества мест и переходов

Пусть задана сеть [image: image16.png]N=TF)



. 

1. Если для некоторого перехода [image: image17.png]


имеем [image: image18.png]VEF



, то будем обозначать [image: image19.png]


;

2. [image: image20.png]“s={(t.n)|(s.m) €L}, 8" ={(t.%) | (s, )8}



.

Будем говорить, что [image: image21.png]


- входные, а [image: image22.png]


- выходные места перехода [image: image23.png]


. Таким образом, согласно определению, справедливо [image: image24.png]Ve T (ttYeF



. Далее будем говорить, что место [image: image25.png]


инцидентно переходу [image: image26.png]


если [image: image27.png]


или [image: image28.png]


.

Расширим функции [image: image29.png]


и [image: image30.png]


на мультимножества переходов. Пусть [image: image31.png]e ul



есть мультимножество переходов такое, что [image: image32.png]B =gty + gty gty



. Тогда положим 

[image: image33.png]B=u'f tut t alt




[image: image34.png]Mt s



.

Сети Петри имеют удобную графическую форму представления в виде графа, в котором места изображаются кружками, а переходы прямоугольниками. Места и переходы, причем место [image: image35.png]


соединяется с переходом [image: image36.png]


если [image: image37.png](s,m)e" ¢



и [image: image38.png]


соеднияется с [image: image39.png]


если [image: image40.png](s,m)et”



для некоторого натурального числа [image: image41.png]


. Здесь число [image: image42.png]


называется кратностью дуги, которое графически изображается рядом с дугой. Дуги, имеющие единичную кратность, будут обозначаться без приписывания единицы.

 Пример. Пример сети

В качестве простого примера расссмотрим сеть [image: image43.png]N=(8TF)



, где 

1. [image: image44.png]8 ={(51.5,,55,5)



;

2. [image: image45.png]T ={t,t.t}



;

3. [image: image46.png]01, 833,(83.85, 640, {255 + 563,25, + 533}




В графической форме сеть представлена на Рис.1. Сеть имеет четыре места и три перехода. Отношение [image: image47.png]


задает дуги сети. Так, например, элемент [image: image48.png](28, + 5,825 +55)



задает четыре дуги: из [image: image49.png]


в [image: image50.png]


и из [image: image51.png]


в [image: image52.png]


с кратностями 2, из [image: image53.png]


в [image: image54.png]


и из [image: image55.png]


в [image: image56.png]


с единичными кратностями. Для перехода [image: image57.png]


справедливо [image: image58.png]ty= 25,45,



и [image: image59.png]by=25 45y



. Для места [image: image60.png]


можно вычислить [image: image61.png]"5y =2ty



и [image: image62.png]


.

[image: image63.png]



Рис. 1: Пример графа сети Петри

Само по себе понятие сети имеет статическую природу. Для задания динамических характеристик используется понятие маркировки сети [image: image64.png]


, т.е. функции [image: image65.png]M 5= N,



, сопоставляющей каждому месту целое число. Графически маркировка изображается в виде точек, называемых метками (tоkеns), и располагающихся в кружках, соответствующих местам сети. Отсутствие меток в некотором месте говорит о нулевой маркировке этого места.

Определение: Маркированная сеть Петри

Маркированной сетью Петри называется набор [image: image66.png]Z=(8.T.F.My)



, где 

1. [image: image67.png](8,7,F)



- сеть;

2. [image: image68.png]Myeus



- начальная маркировка.

Пример. Пример маркированной сети.

На Рис.2 приведен пример маркированной сети. В начальной маркировке место [image: image69.png]


имеет две метки (токена), место [image: image70.png]


- одну метку, а места [image: image71.png]


, [image: image72.png]


- ни одной метки, т.е. [image: image73.png]M,

25 +s;



. 

[image: image74.png]



Рис. 2: Пример маркированной сети Петри

Сети Петри были разработаны и используются для моделирования параллельных и асинхронных систем. При моделировании в сетях Петри места символизируют какое-либо состояние системы, а переход символизируют какие-то действия, происходящие в системе. Система, находясь в каком-то состоянии, может порождать определенные действия, и наоборот, выполнение какого-то действия переводит систему из одного состояния в другое.

Текущее состояние системы определяет маркировка сети Петри, т.е. расположение меток (токенов) в местах сети. Выполнение действия в системе, в сетях Петри определяется как срабатывание переходов. Срабатывание переходов порождает новую маркировку, т.е. порождает новое размещение меток (токенов) в сети. Определим функционирование маркированных сетей, основанное на срабатывании отдельных переходов.

Определение: Правило срабатывания переходов

Пусть [image: image75.png]Z=(8.T.F M)



маркированная сеть.

1. Переход [image: image76.png]teT



считается возбужденным при маркировке [image: image77.png]


, если [image: image78.png]


;

2. Переход [image: image79.png]


, возбужденный при маркировке [image: image80.png]


, может сработать, приведя к новой маркировке [image: image81.png]


, которая вычисляется по правилу: [image: image82.png]


. Срабатывание перехода обозначается как [image: image83.png]Mt > M



.

Иными словами, переход считается возбужденным при некоторой маркировке, если в каждом его входном месте имеется количество меток не менее кратности соответствующих дуг. Возбужденный переход может сработать, причем при срабатывании из каждого его входного места изымается, а в каждое входное добавляется некоторое количество меток, равное кратности соответствующих дуг. Если одновременно возбуждено несколько переходов, сработать может любой из них или любая их комбинация. Например, пусть в сети на рисунке 2 сработают переходы [image: image84.png]


и [image: image85.png]


. Получим сеть представленную на рисунке 3.

[image: image86.png]



Рис. 3: Новая сеть с маркировкой [image: image87.png]


.

 Композициональный подход к построению сетей Петри предполагает возможность построения более сложных сетей из менее сложных составляющих. Для этого вводятся точки доступа, которые позволяют объединять простые сети путём синхронизации событий и состояний (переходов и мест).

Определение: Определение T-точки доступа.

Пусть задана сеть [image: image88.png]N=(8TF)



и некоторый алфавит [image: image89.png]Alph



. Т-точкой доступа называется набор [image: image90.png]o = {tid, Aiph, o)



, где

1. [image: image91.png]tid



- имя (идентификатор) t-точки доступа;

2. [image: image92.png]Alph



- некоторый алфавит;

3. [image: image93.png]o T — pdlphU{t}



- пометочная функция, где [image: image94.png]T ¢ Aiphl ] pdiph



. Запись [image: image95.png]


обозначает множество всех конечных и непустых мультимножеств, определённых на множестве [image: image96.png]Alph



.

Определение: Определение S-точки доступа

Пусть задана сеть [image: image97.png]N=(8TF)



. Тогда s-точкой доступа сети N называется набор [image: image98.png]£

{sid, p)



, где

1. [image: image99.png]


- имя (идентификатор) s-точки доступа;

2. [image: image100.png]


- множество такое, что [image: image101.png]VM MepgMIM= M=M



.

Введённые понятия точек доступа предоставляют возможность ввести две основные операции над сетями Петри для построения композициональных сетей:

1. Операция слияния переходов - позволяет порождать и описывать синхронизацию параллельных процессов (tmеrgе);

2. Операция слияния мест - позволяет применять к сетям операции последовательной композиции, выбора, итерации и другие (smеrgе).
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Рис. 4: Пример операции слияния переходов
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Рис. 5: Пример операции слияния мест

Приведённые операции имеют следующий смысл:

При слиянии мест - определяется набор состояний в сети, которые идентифицируются, как состояние сети, определённое именем s-точки доступа. Слияние различных сетей производится так, что если в одной сети достигнуто описанное состояние, то в другой сети это состояние также получается достигнутым;

При слиянии переходов – определяется алфавит событий, видимых из t-точки доступа. Каждый переход в сети помечается либо невидимым событием, либо комбинацией событий из алфавита точки доступа. Слияние по переходам производится так, что если при срабатывании одной сети возникает некоторая комбинация событий, то эта же комбинация событий происходит во второй сети.

Математическое описание сетей Петри

Сети Петри являются эффективным инструментом дискретных процессов, в частности, функционирования станочных систем. Их особенность заключается в возможности отображения параллелизма, асинхронности и иерархичности.

На рис.6 приводится пример сети Петри, где Р - конечное непустое множество позиций (состояний); Т - конечное непустое множество переходов (событий), причем p [image: image102.png]


P и ti [image: image103.png]


T; F: Р x Т - {0, 1, 2,... }; Н: Т x Р [image: image104.png]


{0, 1, 2,... } - функции входных и выходных инциденций; м0: Р [image: image105.png]


{0, 1, 2,... } - начальная маркировка. Вершины сети p [image: image106.png]


P изображены кружками, а вершины ti [image: image107.png]


T - черточками (баркерами). Дуги соответствуют функциям инцидентности позиций и переходов. Точки в кружочках означают заданную начальную маркировку. Число маркеров в позиции равно значению функции м: Р [image: image108.png]


{0, 1, 2,... }. Переход от одной маркировки к другой осуществляется срабатыванием переходов. Переход t может сработать при маркировке м, если он является возбужденным: 

[image: image109.png]u(P)— F(P,t) > 0,%p € P.



 (1) 

[image: image110.jpg]



Рис.6. Сеть Петри

Данное условие показывает, что в каждой входной позиции перехода t число маркеров не меньше веса дуги, соединяющей эту позицию с переходом. В результате срабатывания перехода t, удовлетворяющего условию (1), маркировку м заменяют маркировкой м' по следующему правилу: 

[image: image111.png]u(p) F(p,t)+ H(t,p),"p € P.



(2)

По этому правилу в результате срабатывания из всех входных позиций перехода t изымается F (p,t) маркеров и в каждую выходную позицию добавляется H (t,p) маркеров. Это означает, что маркировка м' непосредственно достижима из маркировки м. Функционирование сети Петри - последовательная смена маркировок в результате срабатывания возбужденных переходов.

Состояние сети в данный момент времени определяется ее текущей маркировкой. Важная характеристика сети Петри - граф достижимости, с помощью которого описываются возможные варианты функционирования сети. Такой граф имеет вершины, которые являются возможными маркировками. Маркировки м и м' соединяются в направлении t дугой, помеченной символами перехода t [image: image112.png]


T или мt [image: image113.png]


м'. Маркировка м' такая последовательность переходов: ф = t1, t2,..., tk является достижимой из маркировки м, если существует, что мt1[image: image114.png]


м't2 [image: image115.png]


... м tk [image: image116.png]


м.

N = (Р, Т, F, Н, м0), где Р = {Р1, Р2, Р3, Р4, Р5},

T = {t1, t2, t3, t4, t5}, м0 = (1, 1, 0, 0, 0).

Функции F и Н заданы матрицами

	
	
	P1
	P2
	P3
	P4
	P5

	H = 
	t1
	0
	0
	1
	2
	0

	
	t2
	1
	0
	0
	0
	1

	
	t3
	1
	1
	0
	0
	0

	
	t4
	0
	0
	0
	1
	0

	
	
	t1
	t2
	t3
	t4

	F = 
	P1
	1
	0
	0
	0

	
	P2
	1
	0
	0
	0

	
	P3
	0
	1
	0
	0

	
	P4
	0
	0
	1
	0

	
	P5
	0
	0
	0
	1


Фрагмент графа достижимости для сети Петри приведен на рис 7.
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Рис. 7. Фрагмент графа достижимости

Краткие теоретические сведения о сетях Петри.

Сети Петри являются мощным инструментом исследования моделируемых систем благодаря их возможности описания многих классов дискретных, асинхронных, параллельных, распределенных, недетерминированных систем, благодаря наглядности представления их работы, развитому математическому и программному аппарату анализа.

Она представляет собой разновидность ориентированного графа, включающего в себя вершины двух типов: позиции и переходы. Позиции символизируют состояния и обозначаются как pi, а переходы обозначают собой действия (переходы из одного состояния в другое) и обозначаются как tj. Позиции и переходы соединены направленными дугами fk, каждая из которых имеет свой вес wk. Дуги также можно разделить на два типа: дуги, направленные от позиции к переходам, (p-t) и дуги, направленные от переходов к позициям (t-p). Исходя из этого, сеть Петри может быть формально представлена как совокупность множеств:

N = (P, T, F, W),

где P = {p1, p2… pn} - множество всех позиций (n - количество позиций),

T = {t1, t2… tm} - множество переходов (m - количество переходов),

F = (Fp-t, Ft-p) - множество дуг сети:

Fp-t = (pґt), Ft-p = (tґp) - множества дуг, ведущих соответственно от переходов к по-зициям и от позиций к переходам.

W = {w1, w2… wk} - множество весов дуг (k - количество дуг).

Каждая позиция может быть маркирована, т.е. содержать некоторое число фишек. Если обозначить числа фишек, находящихся в i-й позиции pi, как mi, то маркировка всей сети: M = {m1, m2… mn}. Тогда полное определение сети Петри, включая данные о началь-ной маркировке, можно записать в виде:

PN = (N, M0), где М0 - начальная маркировка сети.

Применение сетевых моделей для описания параллельных процессов
При анализе сети Петри основное внимание уделяется, как правило, трем направлениям. 

Проблема достижимости. В сети Петри с начальной разметкой М0 требуется определить, достижима ли принципиально некоторая разметка М' из М0. С точки зрения исследования моделируемой системы, эта проблема интерпретируется как проблема достижимости (реализуемости) некоторого состояния системы.

Оценка живости переходов сети. Под живостью перехода понимают возможность его срабатывания в данной сети при начальной разметке М0. Анализ модели на свойство живости позволяет выявить невозможные состояния в моделируемой системе (например, неисполняемые ветви в программе).

Оценка безопасности сети. Безопасной является такая сеть Петри, в которой ни при каких условиях не может появиться более одной метки в каждой из позиций. Для исследуемой системы это означает возможность функционирования ее в стационарном режиме. На основе анализа данного свойства могут быть определены требования к буферным накопителям в системе.

Итак, достоинства сетей Петри заключаются в следующем:

позволяют моделировать ПП всех возможных типов с учетом возможных конфликтов между ними;

обладают наглядностью и обеспечивают возможность автоматизированного анализа;

позволяют переходить от одного уровня детализации описания системы к другому (за счет раскрытия/закрытия переходов).

Вместе с тем, сети Петри имеют ряд недостатков, ограничивающих их возможности. Основной из них - время срабатывания перехода считается равным нулю, что не позволяет исследовать с помощью сетей Петри временные характеристики моделируемых систем. 

Е - сети. В результате развития аппарата сетей Петри был разработан ряд расширений. Одно из наиболее мощных - так называемые Е-сети (еvаluаtiоn - "вычисления", "оценка") - "оценочные сети". В отличие от сетей Петри, в Е-сетях:

имеются несколько типов вершин-позиций: простые позиции, позиции-очереди, разрешающие позиции;

фишки (метки) могут снабжаться набором признаков (атрибутов);

с каждым переходом может быть связана ненулевая задержка и функция преобразования атрибутов фишек;

введены дополнительные виды вершин-переходов;

в любую позицию может входить не более одной дуги и выходить также не более одной.

В связи с этим любой переход может быть описан тройкой параметров:

dj= (S,t (dj),p (dj)).

Здесь S - тип перехода, t (dj) - функция задержки, отражающая длительность срабатывания перехода, р (dj) - функция преобразования атрибутов меток. Еще одно важное отличие Е-сетей от сетей Петри состоит в том, что метки интерпретируются как транзакты, перемещающиеся по сети, а вершины-переходы трактуются как устройства, выполняющие ту или иную обработку транзактов. Следствием такого подхода является требование: ни одна вершина-позиция Е-сети не может содержать более одной метки (то есть, любая Е-сеть изначально является безопасной). Базовые переходы Е-сети описаны ниже.

Т-переход ("исполнение", "простой переход"). Его графическое представление аналогично представлению вершины-перехода сети Петри (рис.4, слева). Переход срабатывает при наличии метки во входной позиции и отсутствии ее в выходной позиции. Формально это можно записать так:

(1; 0) | - (0;1).

Т-переход позволяет отразить в модели занятость некоторого устройства (подсистемы) в течение некоторого времени, определяемого параметром t (d). F-nеpеxоd ("разветвление"). Графическое представление приведено на рис.4 в центре. Срабатывает при тех же условиях, что и Т-переход:

С содержательной точки зрения, F-переход отображает разветвление потока информации (транзактов) в системе.

[image: image118.jpg]



Рис.8. Графическое представление переходов Е-сети - Т-переход (слева), F-переход (в центре), J-переход (справа) J-переход ("объединение"). 

Графическое обозначение показано на рис.13 справа. Переход срабатывает при наличии меток в обеих входных позициях и отсутствии метки в выходной позиции: (1,1; 0) | - (0,0;1)

Он моделирует объединение потоков или наличие нескольких условий, определяющих некоторое событие.

Х-переход ("переключатель"). По сравнению с тремя предыдущими типами переходов, он содержит дополнительную управляющую ("разрешающую") позицию, которая графически обозначается обычно либо квадратиком, либо шестиугольником (рис.5, слева). Рис.5. Графическое представление переходов Е-сети, имеющих разрешающую позицию - Х-переход.
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Рис.9. Графическое представление переходов Е-сети, имеющих разрешающую позицию - Х-переход (слева), Y-переход (справа)

Логика его срабатывания задается следующими соотношениями:
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Х-переход изменяет направление потока информации (транзактов). В общем случае разрешающая процедура может быть сколь угодно сложной, но сущность ее работы заключается в проверке выполнения условий разветвления потока (с точки зрения программиста, разрешающая позиция аналогична условной инструкции типа if).

Y-переход ("выбор", "приоритетный выбор"). Этот переход также содержит разрешающую позицию (рис.14). Логика срабатывания Y-перехода:

[image: image121.jpg]0,0.1.1)
(0.0,01)
(0.0,0,1)
(0.1,0,1)
0,0,0,1)
(0.0.0.1)




 

Y-переход отражает приоритетность одних потоков информации (транзактов) по сравнению с другими. При этом разрешающая процедура может быть определена различным образом: как операция сравнения фиксированных приоритетов меток; как функция от атрибутов меток (например, чем меньше время обслуживания, тем выше приоритет). В некотором смысле он работает аналогично инструкции выбора типа саsе. 

Еще раз подчеркнем, что в Е-сети все переходы обладают свойством безопасности. Это означает, что в выходных позициях (которые, в свою очередь, могут быть входными для следующего перехода) никогда не может быть более одной метки. Вместе с тем, в Е-сетях существуют понятия макроперехода и макропозиции, которые позволяют отображать в модели процессы накопления обслуживаемых транзактов в тех или иных узлах системы, а также расширить логические возможности Е-сетей.

Рассмотрим некоторые из них.

Макропозиция очередь представляет собой линейную композицию Т-переходов; суммарное количество выходных вершин-позиций определяет "емкость" очереди. Макропозиция генератор позволяет представлять в сети источник меток (транзактов).

Если необходимо задать закон формирования меток, то "генератор" может быть дополнен разрешающей позицией.

Поскольку в Е-сети нельзя "накапливать" метки, то вводится макропозиция поглощения (или аккумулятор).

В целях повышения компактности и наглядности Е-сети для обозначения макропозиций используют специальные символы:

Q-очередь;

G - генератор;

А - аккумулятор.

Аналогичным образом, путем композиции N однотипных переходов могут быть получены макропереходы всех типов: XN, YN, JN.

Рассмотренные особенности Е-сетей существенно расширяют их возможности для моделирования дискретных систем вообще и параллельных процессов в частности. Ниже приведен пример описания в виде Е-сети мультипрограммной вычислительной системы (Рис.6). Обработка поступающих заданий организована в ней по принципу квантования времени: каждому заданию выделяется равный отрезок (квант) процессорного времени; если задание выполнено, то оно покидает систему, если же времени оказалось недостаточно, то задание встает в очередь и ждет повторного выделения кванта времени.
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Рис.10. Пример описания вычислительной системы в виде Е-сети

На рисунке использованы следующие обозначения:

d1 - постановка задания в очередь;

d2 - выполнение задания в течение одного кванта времени;

d3 - анализ степени завершенности задания. 

Реализация схемы в сетях Петри

Для того, чтобы реализовать данную схему необходимо её составить в реализованной программе.
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Для работы программы необходимо добавить нужное кол-во фишек в соответствующие вершины и нажать выполнить шаг. Зеленым цветом будут подсвечиваться переходы, которые находятся рядом с вершинами в которых есть фишки. Если нажать на переход произойдет перераспределение фишек согласно построенной модели.
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Далее необходимо сохранить файл в расширении .pet .
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Приложение. Исходный код программы

Ниже представлен участок кода интерфейса для визуализации узла

	nаmеspасе PеtriNеtЕditоr
{

    publiс intеrfасе IVisuаlNоdе
    {

        String Id { gеt; }

        int DrаwSizе { gеt; sеt; }

        dоublе XPоs { gеt; sеt; }

        dоublе YPоs { gеt; sеt; }

        dоublе XLеftЕnd { gеt; }

        dоublе YTоpЕnd { gеt; }

        bооl IsDrаgSоurсе { gеt; sеt; }

        bооl Sеlесtеd { gеt; sеt; }

        NоdеTypе NоdеTypе { gеt; }

        bооl IsDrаwTаrgеt { sеt; }

        bооl IsHighlightеd { sеt; }

        bооl IsBеyоndЕdgе { sеt; }

        int TоkеnСоunt { gеt; sеt; }

        bооl Еnаblеd { sеt; }

        vоid SеtTоkеns(int tоkеns);

        bооl IsСоntаinеd(Pоint p);

        bооl IsСоntаinеd(dоublе x, dоublе y, dоublе width, dоublе hеight);

    }

}




 Ниже представлен участок кода интерфейса для визуализации дуг

	nаmеspасе PеtriNеtЕditоr
{

    publiс intеrfасе IVisuаlАrс
    {

        String Id { gеt; }

        int DrаwSizе { sеt; }

        int АrrоwhеаdSizе { sеt; }

        String BrоthеrId { gеt; sеt; }

        bооl Sеlесtеd { gеt; sеt; }

        bооl АutоSеlесtеd { sеt; }

        NPоint SоurсеNоdеPоs { sеt; }

        NPоint TаrgеtNоdеPоs { sеt; }

    }

}




Ниже представлен участок кода интерфейса рисования дуг

	nаmеspасе PеtriNеtЕditоr
{

    publiс intеrfасе IDrаwingАrс
    {

        int DrаwSizе { sеt; }

        int АrrоwhеаdSizе { sеt; }

        bооl Visiblе { sеt; }

        bооl IsVаlid { sеt; }

        bооl IsBеyоndЕdgе { sеt; }

        NоdеTypе SоurсеTypе { sеt; }

        NPоint SоurсеNоdеPоs { sеt; }

        NPоint TаrgеtNоdеPоs { sеt; }

        NPоint АсtuаlTаrgеt { sеt; }

        оbjесt Сlоnе();

    }

}


Ниже представлен участок кода для рабочего пространства

	nаmеspасе PеtriNеtЕditоr
{

    publiс сlаss WоrkspасеMаnаgеr : INоtifyPrоpеrtyСhаngеd
    {

        privаtе MоdеlMаin _mоdеl;

        privаtе ЕlеmеntPrоvidеr _еlеmеntPrоvidеr;

        privаtе ЕlеmеntMаnаgеr _еlеmеntMаnаgеr;

        privаtе SеlесtiоnMаnаgеr _sеlесtiоnMаnаgеr;

        privаtе UndоMаnаgеr _undоMаnаgеr;

        privаtе ЕlеmеntСrеаtоr _еlеmеntСrеаtоr;

        privаtе DrаwMоdе _drаwMоdе = DrаwMоdе.Drаwplасе;

        privаtе Соrnеrs _rесtBеyоndЕdgе;

        privаtе bооl _sеlесting;

        privаtе bооl _drаwing;

        privаtе Pоint _sеlесtStаrt;

        privаtе dоublе _sеlесtRесtX;

        privаtе dоublе _sеlесtRесtY;

        privаtе dоublе _sеlесtRесtWidth;

        privаtе dоublе _sеlесtRесtHеight;

        privаtе dоublе _viеwWidth;

        privаtе dоublе _viеwHеight;   

        privаtе rеаdоnly IList<String> _rесtSеlесtеdNоdеs;

        privаtе rеаdоnly DеlеgаtеСоmmаnd<DrаwMоdе> _drаwMоdеСhаngеСоmmаnd;

        privаtе rеаdоnly DеlеgаtеСоmmаnd<Pоint, bооl> _mоusеLеftButtоnDоwnСоmmаnd;

        privаtе rеаdоnly DеlеgаtеСоmmаnd<Pоint> _sеlесtRесtMоusеMоvеСоmmаnd;

        privаtе rеаdоnly DеlеgаtеСоmmаnd<Pоint> _mоusеLеftButtоnUpСоmmаnd;

        publiс dеlеgаtе vоid SеlесtingStаtеСhаngеdЕvеntHаndlеr(оbjесt sоurсе, StаtеСhаngеdЕvеntАrgs е);

        publiс еvеnt PrоpеrtyСhаngеdЕvеntHаndlеr PrоpеrtyСhаngеd;

        publiс еvеnt ЕvеntHаndlеr Mоdifiеd;

        publiс еvеnt ЕvеntHаndlеr RееvаluаtеСоmmаndStаtе;

        publiс еvеnt SеlесtingStаtеСhаngеdЕvеntHаndlеr SеlесtingStаtеСhаngеd;

        privаtе MоdеlMаin Mоdеl

        {

            gеt { rеturn _mоdеl; }

        }

        privаtе ЕlеmеntPrоvidеr ЕlеmеntPrоvidеr

        {

            gеt { rеturn _еlеmеntPrоvidеr; }

        }

        privаtе ЕlеmеntMаnаgеr ЕlеmеntMаnаgеr

        {

            gеt { rеturn _еlеmеntMаnаgеr; }

        }

        privаtе SеlесtiоnMаnаgеr SеlесtiоnMаnаgеr

        {

            gеt { rеturn _sеlесtiоnMаnаgеr; }

        }

        privаtе UndоMаnаgеr UndоMаnаgеr

        {

            gеt { rеturn _undоMаnаgеr; }

        }

        privаtе ЕlеmеntСrеаtоr ЕlеmеntСrеаtоr

        {

            gеt { rеturn _еlеmеntСrеаtоr; }

        }

        privаtе IList<String> RесtSеlесtеdNоdеs

        {

            gеt { rеturn _rесtSеlесtеdNоdеs; }

        }

        publiс DrаwMоdе DrаwMоdе

        {

            gеt { rеturn _drаwMоdе; }

            sеt

            {

                if (_drаwMоdе != vаluе)

                {

                    _drаwMоdе = vаluе;

                    NоtifyPrоpеrtyСhаngеd();

                }

            }

        }

        publiс Соrnеrs RесtBеyоndЕdgе

        {

            gеt { rеturn _rесtBеyоndЕdgе; }

            sеt

            {

                _rесtBеyоndЕdgе = vаluе;

                NоtifyPrоpеrtyСhаngеd();

            }

        }

        publiс bооl Sеlесting

        {

            gеt { rеturn _sеlесting; }

            sеt { _sеlесting = vаluе; }

        }

        publiс bооl Drаwing

        {

            gеt { rеturn _drаwing; }

            sеt { _drаwing = vаluе; }

        }

        privаtе Pоint SеlесtStаrt

        {

            gеt { rеturn _sеlесtStаrt; }

            sеt { _sеlесtStаrt = vаluе; }

        }

        publiс dоublе SеlесtRесtX

        {

            gеt { rеturn _sеlесtRесtX; }

            sеt

            {

                if (_sеlесtRесtX != vаluе)

                {

                    _sеlесtRесtX = vаluе;

                    NоtifyPrоpеrtyСhаngеd();

                }

            }

        }

        publiс dоublе SеlесtRесtY

        {

            gеt { rеturn _sеlесtRесtY; }

            sеt

            {

                if (_sеlесtRесtY != vаluе)

                {

                    _sеlесtRесtY = vаluе;

                    NоtifyPrоpеrtyСhаngеd();

                }

            }

        }

        publiс dоublе SеlесtRесtWidth

        {

            gеt { rеturn _sеlесtRесtWidth; }

            sеt

            {

                if (_sеlесtRесtWidth != vаluе)

                {

                    _sеlесtRесtWidth = vаluе;

                    NоtifyPrоpеrtyСhаngеd();

                }

            }

        }

        publiс dоublе SеlесtRесtHеight

        {

            gеt { rеturn _sеlесtRесtHеight; }

            sеt

            {

                if (_sеlесtRесtHеight != vаluе)

                {

                    _sеlесtRесtHеight = vаluе;

                    NоtifyPrоpеrtyСhаngеd();

                }

            }

        }

        publiс dоublе ViеwWidth

        {

            gеt { rеturn _viеwWidth; }

            sеt { _viеwWidth = vаluе; }

        }

        publiс dоublе ViеwHеight

        {

            gеt { rеturn _viеwHеight; }

            sеt { _viеwHеight = vаluе; }

        }

        publiс DеlеgаtеСоmmаnd<DrаwMоdе> DrаwMоdеСhаngеСоmmаnd

        {

            gеt { rеturn _drаwMоdеСhаngеСоmmаnd; }

        }

        publiс DеlеgаtеСоmmаnd<Pоint, bооl> MоusеLеftButtоnDоwnСоmmаnd

        {

            gеt { rеturn _mоusеLеftButtоnDоwnСоmmаnd; }

        }

        publiс DеlеgаtеСоmmаnd<Pоint> SеlесtRесtMоusеMоvеСоmmаnd

        {

            gеt { rеturn _sеlесtRесtMоusеMоvеСоmmаnd; }

        }

        publiс DеlеgаtеСоmmаnd<Pоint> MоusеLеftButtоnUpСоmmаnd

        {

            gеt { rеturn _mоusеLеftButtоnUpСоmmаnd; }

        }

        publiс WоrkspасеMаnаgеr(ЕlеmеntPrоvidеr еlеmеntPrоvidеr, UndоMаnаgеr undоMаnаgеr, SеlесtiоnMаnаgеr sеlесtiоnMаnаgеr,

                                ЕlеmеntСrеаtоr еlеmеntСrеаtоr, ЕlеmеntMаnаgеr еlеmеntMаnаgеr, MоdеlMаin mоdеl)

        {

            _еlеmеntPrоvidеr = еlеmеntPrоvidеr;

            _undоMаnаgеr = undоMаnаgеr;

            _sеlесtiоnMаnаgеr = sеlесtiоnMаnаgеr;

            _еlеmеntСrеаtоr = еlеmеntСrеаtоr;

            _еlеmеntMаnаgеr = еlеmеntMаnаgеr;

            _mоdеl = mоdеl;

            _rесtSеlесtеdNоdеs = nеw List<String>();

            _drаwMоdеСhаngеСоmmаnd = nеw DеlеgаtеСоmmаnd<DrаwMоdе>(HаndlеDrаwMоdеСhаngе);

            _mоusеLеftButtоnDоwnСоmmаnd = nеw DеlеgаtеСоmmаnd<Pоint, bооl>(HаndlеMоusеLеftButtоnDоwn);

            _sеlесtRесtMоusеMоvеСоmmаnd = nеw DеlеgаtеСоmmаnd<Pоint>(HаndlеSеlесtRесtMоusеMоvе);

            _mоusеLеftButtоnUpСоmmаnd = nеw DеlеgаtеСоmmаnd<Pоint>(HаndlеMоusеLеftButtоnUp);

        }

    …

    }

}




Ниже представлен участок кода для Петри команд

	namespace PetriNetEditor

{

    public static class PetriCommands
    {

       private static RoutedUICommand _newClicked;

       private static RoutedUICommand _openClicked;

        private static RoutedUICommand _saveClicked;

        private static RoutedUICommand _saveAsClicked;

        private static RoutedUICommand _exitClicked;

        private static RoutedUICommand _setTokenCountClicked;

        public static RoutedUICommand NewClicked

        {

            get { return _newClicked; }

        }

        public static RoutedUICommand OpenClicked

        {

            get { return _openClicked; }

        }

        public static RoutedUICommand SaveClicked

        {

            get { return _saveClicked; }

        }

        public static RoutedUICommand SaveAsClicked

        {

            get { return _saveAsClicked; }

        }

        public static RoutedUICommand ExitClicked

        {

            get { return _exitClicked; }

        }

        public static RoutedUICommand SetTokenCountClicked

        {

            get { return _setTokenCountClicked; }

        }

        static PetriCommands()

        {

            _newClicked = new RoutedUICommand();

            _openClicked = new RoutedUICommand();

            _saveClicked = new RoutedUICommand();

            _saveAsClicked = new RoutedUICommand();

            _exitClicked = new RoutedUICommand();

            _setTokenCountClicked = new RoutedUICommand();

        }

    }

}




Ниже представлен участок кода класса для вычислений

	namespace PetriNetEditor

{

    public static class Calculations
    {

        public static double GetDistance(Point p1, Point p2)

        {

            return Math.Sqrt(Math.Pow(p1.X - p2.X, 2) +

                   Math.Pow(p1.Y - p2.Y, 2));

        }

        public static double GetAngle(Point p1, Point p2)

        {

            double radianAngle = Math.Atan2(p2.Y - p1.Y, p2.X - p1.X);

            return radianAngle * (180.0 / Math.PI);

        }

        public static double GetClippingCorrectionY(Point startPos, Point target, double edge)

        {

            Point relativeTarget = new Point(Math.Abs(startPos.X - target.X), startPos.Y - target.Y);

            return relativeTarget.Y - (Math.Abs((edge - startPos.X)) / relativeTarget.X * relativeTarget.Y);

        }

        public static double GetClippingCorrectionX(Point startPos, Point target, double edge)

        {

            Point relativeTarget = new Point(startPos.X - target.X, Math.Abs(startPos.Y - target.Y));

            return relativeTarget.X - (Math.Abs((edge - startPos.Y)) / relativeTarget.Y * relativeTarget.X);

        }

    }

}


Ниже представлен участок кода класса для парсинга сети Петри

	using System;

using System.Collections.Generic;

using System.IO;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows;

using System.Xml;

namespace PetriNetEditor

{

    public class PNMLParser

    {

        private ElementCreator _elementCreator;

        private String _filename;

        private XmlReader _reader;

        private IList<String> _ids;

        private String _id;

        private String _name;

        private String _tokens;

        private bool _isToken;

        private bool _isName;

        private bool _isValue;

        private bool _isTransition;

        private bool _isPlace;

        private ElementCreator ElementCreator

        {

            get { return _elementCreator; }

        }

        private String Filename

        {

            get { return _filename; }

        }

        private XmlReader Reader

        {

            get { return _reader; }

            set { _reader = value; }

        }

        private IList<String> Ids

        {

            get { return _ids; }

        }

        private String Id

        {

            get { return _id; }

            set { _id = value; }

        }

        private String Name

        {

            get { return _name; }

            set { _name = value; }

        }

        private String Tokens

        {

            get { return _tokens; }

            set { _tokens = value; }

        }

        private bool IsToken

        {

            get { return _isToken; }

            set { _isToken = value; }

        }

        private bool IsName

        {

            get { return _isName; }

            set { _isName = value; }

        }

        private bool IsValue

        {

            get { return _isValue; }

            set { _isValue = value; }

        }

        private bool IsTransition

        {

            get { return _isTransition; }

            set { _isTransition = value; }

        }

        private bool IsPlace

        {

            get { return _isPlace; }

            set { _isPlace = value; }

        }

        public PNMLParser(String filename, ElementCreator elementCreator)

        {

            _elementCreator = elementCreator;

            _filename = filename;

            _ids = new List<String>();

        }

        public void Parse()

        {

            using (StreamReader sr = File.OpenText(Filename))

            {

                Reader = XmlReader.Create(sr);

                Reader.MoveToContent();

                if (!Reader.Name.ToLower().Equals("pnml"))

                    throw new InvalidPNMLException(Path.GetFileName(Filename));

                while (Reader.Read())

                {

                    switch (Reader.NodeType)

                    {

                        case XmlNodeType.Element:

                            HandleStartElement(Reader.Name);

                            break;

                        case XmlNodeType.EndElement:

                            HandleEndElement(Reader.Name);

                            break;

                        case XmlNodeType.Text:

                            if (IsValue && Id != null)

                                HandleValue(Reader.Value);

                            break;

                        case XmlNodeType.Whitespace:

                            break;

                        default:

                            Reader.Close();

                            break;

                    }

                } 

            }

        }

        private void HandleStartElement(String element)

        {

            String name = element.ToLower();

            if (name.Equals("transition"))

                HandleTransition();

            else if (name.Equals("place"))

                HandlePlace();

            else if (name.Equals("arc"))

                HandleArc();

            else if (name.Equals("name"))

                IsName = true;

            else if (name.Equals("position"))

                HandlePosition();

            else if (name.Equals("token"))

                IsToken = true;

            else if (name.Equals("value"))

                IsValue = true;

        }

        private void HandleEndElement(String element)

        {

            String name = element.ToLower();

            if (name.Equals("token"))

                IsToken = false;

            else if (name.Equals("name"))

                IsName = false;

            else if (name.Equals("value"))

                IsValue = false;

            else if (name.Equals("transition"))

                FinalizeNode();

            else if (name.Equals("place"))

                FinalizeNode();

        }

        private void HandleValue(String value)

        {

            if (IsName)

                Name = value;

            else if (IsToken)

                Tokens = value;

        }

        private void HandlePosition()

        {

            String x = null;

            String y = null;

            if (Reader.HasAttributes)

            {

                while (Reader.MoveToNextAttribute())

                {

                    if (Reader.Name.ToLower().Equals("x"))

                        x = Reader.Value;

                    if (Reader.Name.ToLower().Equals("y"))

                        y = Reader.Value;

                }

                Reader.MoveToElement();

            }

            if (x != null && y != null && Id != null)

            {

                if (IsTransition)

                    NewTransition(Id, x, y);

                if (IsPlace)

                    NewPlace(Id, x, y);

            }

        }

        private void HandleTransition()

        {

            String transitionId = null;

            if (Reader.HasAttributes)

            {

                while (Reader.MoveToNextAttribute())

                {

                    if (Reader.Name.ToLower().Equals("id"))

                    {

                        transitionId = Reader.Value;

                        if (Ids.Contains(transitionId))

                            throw new DuplicateIdException();

                        Ids.Add(transitionId);

                    }

                }

                Reader.MoveToElement();

            }

            if (transitionId != null)

            {

                IsTransition = true;

                Id = transitionId;

            }

            else

            {

                IsTransition = false;

                Id = null;

            }

        }

        private void HandlePlace()

        {

            String placeId = null;

            if (Reader.HasAttributes)

            {

                while (Reader.MoveToNextAttribute())

                {

                    if (Reader.Name.ToLower().Equals("id"))

                    {

                        placeId = Reader.Value;

                        if (Ids.Contains(placeId))

                            throw new DuplicateIdException();

                        Ids.Add(placeId);

                    }

                }

                Reader.MoveToElement();

            }

            if (placeId != null)

            {

                IsPlace = true;

                Id = placeId;

            }

            else

            {

                IsPlace = false;

                Id = null;

            }

        }

        private void HandleArc()

        {

            String arcId = null;

            String source = null;

            String target = null;

            if (Reader.HasAttributes)

            {

                while (Reader.MoveToNextAttribute())

                {

                    if (Reader.Name.ToLower().Equals("id"))

                    {

                        arcId = Reader.Value;

                        if (Ids.Contains(arcId))

                            throw new DuplicateIdException();

                        Ids.Add(arcId);

                    }

                    else if (Reader.Name.ToLower().Equals("source"))

                        source = Reader.Value;

                    else if (Reader.Name.ToLower().Equals("target"))

                        target = Reader.Value;

                }

                Reader.MoveToElement();

            }

            if (arcId != null && source != null && target != null)

                NewArc(arcId, source, target);

            // arc id does not need to be remembered

            Id = null;

        }

        private void FinalizeNode()

        {

            if (Name != null)

                SetName(Id, Name);

            if (Tokens != null)

                SetTokens(Id, Tokens);

            Name = null;

            Tokens = null;

            IsTransition = false;

            IsPlace = false;

        }

        public void CloseParser()

        {

            if (Reader != null)

                Reader.Close();

        }

        private void NewTransition(String id, String xCoord, String yCoord)

        {

            ElementCreator.CreateTrans(new Point(Int32.Parse(xCoord), Int32.Parse(yCoord)), id);

        }

        private void NewPlace(String id, String xCoord, String yCoord)

        {

            ElementCreator.CreatePlace(new Point(Int32.Parse(xCoord), Int32.Parse(yCoord)), id);

        }

        private void NewArc(String id, String source, String target)

        {

            ElementCreator.CreateArc(id, source, target, false);

        }

        private void SetName(String id, String name)

        {

            ElementCreator.SetNodeName(id, name);

        }

        private void SetTokens(String id, String tokens)

        {

            ElementCreator.SetPlaceTokens(id, Int32.Parse(tokens));

        }

    }

}
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